A while ago we  
[onboarded](https://github.com/ropensci/onboarding/issues/130) an  
exciting package, [codemetar](https://github.com/ropensci/codemetar/)  
by [Carl Boettiger](https://ropensci.org/about/#team). codemetar is an R specific  
information collector and parser for the [CodeMeta  
project](https://github.com/codemeta). In particular, codemetar can  
digest metadata about an R package in order to fill [the terms  
recognized by CodeMeta](https://codemeta.github.io/terms/). This means  
extracting information from DESCRIPTION but also from e.g. continuous  
integration[1] badges in the README! In this note, we’ll take advantage  
of codemetar::extract\_badges function to explore the diversity of  
badges worn by the READMEs of CRAN packages.

**Why codemetar::extract\_badges, and how**

CodeMeta recognized terms include information we’ve been getting from  
badges:

* “contIntegration”, URLs to continuous integration services such as  
  Travis, Appveyor, Codecov;
* “review”, information about review of the software if there was one.  
  codemetar recognizes information from the peer-review badge we add  
  to the README of onboarded packages thanks to work by [Karthik  
  Ram](https://ropensci.org/about/#team).

The list might get longer, so instead of using regular expressions on  
the README text, we extract and memoize[2] all badges at once to a  
data.frame that we then query. The badges extraction is based on (in the  
dev branch of codemetar):

* conversion to XML using commonmark (see [my recent tech  
  note](https://ropensci.org/technotes/2018/09/05/commonmark/)) which works well for the  
  Markdown badges e.g.  
  [![Travis-CI Build Status](https://travis-ci.org/ropensci/codemetar.svg?branch=master)](https://travis-ci.org/ropensci/codemetar).
* extraction and parsing on the first HTML table there is if there’s  
  any, which is necessary for [badges in table, which we’ve been  
  discussing for our  
  guidelines](https://github.com/ropensci/onboarding-meta/issues/56).

Note that the CRAN version of codemetar already features  
extract\_badges, but with a badges table creation based on regular  
expressions only. Here is codemetar::extract\_badges in action [on the  
README of the drake package](https://github.com/ropensci/drake):

library("magrittr")

codemetar::extract\_badges("https://raw.githubusercontent.com/ropensci/drake/master/README.md") %>%

knitr::kable()

| **text** | **link** | **image\_link** |
| --- | --- | --- |
| ropensci\_footer | [https://ropensci.org](https://ropensci.org/) | <http://ropensci.org/public_images/github_footer.png> |
| JOSS | <https://doi.org/10.21105/joss.00550> | <http://joss.theoj.org/papers/10.21105/joss.00550/status.svg> |
| Licence | <https://www.gnu.org/licenses/gpl-3.0.en.html> | [https://img.shields.io/badge/licence-GPL–3-blue.svg](https://img.shields.io/badge/licence-GPL--3-blue.svg) |
| AppVeyor | <https://ci.appveyor.com/project/ropensci/drake> | <https://ci.appveyor.com/api/projects/status/4ypc9xnmqt70j94e?svg=true&branch=master> |
| rOpenSci | <https://github.com/ropensci/onboarding/issues/156> | <https://badges.ropensci.org/156_status.svg> |
| minimal R version | <https://cran.r-project.org/> | <https://img.shields.io/badge/R%3E%3D-3.3.0-blue.svg> |
| Travis | <https://travis-ci.org/ropensci/drake> | <https://travis-ci.org/ropensci/drake.svg?branch=master> |
| CRAN | <http://cran.r-project.org/package=drake> | <http://www.r-pkg.org/badges/version/drake> |
| downloads | <http://cran.rstudio.com/package=drake> | <http://cranlogs.r-pkg.org/badges/drake> |
| Codecov | <https://codecov.io/github/ropensci/drake?branch=master> | <https://codecov.io/github/ropensci/drake/coverage.svg?branch=master> |
| Zenodo | <https://zenodo.org/badge/latestdoi/82609103> | <https://zenodo.org/badge/82609103.svg> |
| Project Status: Active â€“ The project has reached a stable, usable state and is being actively developed. | <http://www.repostatus.org/#active> | <http://www.repostatus.org/badges/latest/active.svg> |

Quite handy for our metadata collection!

Read the source for extract\_badges  
[here](https://github.com/ropensci/codemetar/blob/dev/R/extract_badges.R)  
and see how it’s used in [this  
script](https://github.com/ropensci/codemetar/blob/dev/R/guess_metadata.R).  
You can also compare [codemetar’s  
README](https://github.com/ropensci/codemetar/blob/master/README.md)  
with its  
[codemeta.json](https://github.com/ropensci/codemetar/blob/master/codemeta.json)  
e.g. [the lines for  
“contIntegration”](https://github.com/ropensci/codemetar/blob/master/codemeta.json#L445).

Now since, codemetar::extract\_badges exports a nice data.frame for any  
README with badges, and is exported, it’d be too bad not to use it to  
gain insights from many, many READMEs!

**Extract badges from CRAN packages**

In this exploration we shall concentrate on CRAN packages that indicate  
a GitHub repo link under the URL field of DESCRIPTION. By the way, if  
you don’t indicate such links in DESCRIPTION of your package yet, you  
can (and should) run  
[usethis::use\_github\_links](http://usethis.r-lib.org/reference/use_github_links.html).

**Get links to GitHub repos from CRAN information**

I reckon that I could have also used BugReports like Steven M Mortimer  
did [in his great analysis of CRAN downloads and GitHub  
stars](https://stevenmortimer.com/most-starred-r-packages-on-github/). I  
am unsure of how one can get the link to and the content of the README  
of packages that don’t Rbuildignore their README, such as  
[codemetar](https://cran.r-project.org/web/packages/codemetar/index.html)  
(see under Material). The imperfect sample I collected will do for this  
note.

Here’s how I got all the repo owners and names:

cran\_db <- tools::CRAN\_package\_db()

# only packages that have a GitHub repo

github\_cran <- dplyr::filter(cran\_db[, c("Package", "URL")],

stringr::str\_detect(URL, "github\\.com"))

# will need to keep only the URL to the repo

select\_github\_repo <- function(URL){

URLs <- stringr::str\_split(URL, pattern = ",", simplify = TRUE)

github\_repo <- URLs[stringr::str\_detect(URLs, "github\\.com")][1]

github\_repo <- stringr::str\_remove(github\_repo, "\\#.\*$")

github\_repo <- stringr::str\_remove(github\_repo, "\\#.\*[ \\(.\*\\)]")

github\_repo <- stringr::str\_remove(github\_repo, "/$")

stringr::str\_replace(github\_repo,".\*\\.com\\/", "")

}

github\_cran <- dplyr::group\_by(github\_cran, Package)

github\_cran <- dplyr::mutate(github\_cran, github = select\_github\_repo(URL))

github\_cran <- tidyr::separate(github\_cran, github, "\\/",

into = c("owner", "repo"))

github\_cran <- dplyr::ungroup(github\_cran)

# Not very general

github\_cran$repo[which(github\_cran$Package == "webp")] <- "webp"

I needed a bit of string cleaning mostly to deal with the URLs of  
[Jeroen Ooms](https://ropensci.org/about/#team)’ packages, see e.g. [this  
one](https://cran.r-project.org/web/packages/antiword/index.html). I  
guess I could have cleaned even more, but it was good enough for this  
exploration.

**Get all badges**

Then for each repo I queried the download URL of the [preferred  
README](https://developer.github.com/v3/repos/contents/#get-the-readme)  
via GitHub’s V3 API, using [the gh  
package](https://github.com/r-lib/gh). The preferred README is the one  
GitHub displays on the repo landing page. I used  
codemetar::extract\_badges, of course. I rate-limited the basic  
function using [ratelimitr](https://github.com/tarakc02/ratelimitr).

library("magrittr")

github\_cran <- readr::read\_csv("data/github\_cran\_links.csv")

.get\_badges <- function(owner, repo){

message(paste(owner, repo, sep = "/"))

readme <- try(gh::gh("GET /repos/:owner/:repo/readme",

owner = owner, repo = repo),

silent = TRUE)

if(inherits(readme, "try-error")){

return(NULL)

}else{

badges <- codemetar::extract\_badges(readme$download\_url)

if(nrow(badges)>0){

badges$owner <- owner

badges$repo <- repo

}

return(badges)

}

}

.get\_badges %>%

ratelimitr::limit\_rate(ratelimitr::rate(1, 1)) -> get\_badges

purrr::map2\_df(github\_cran$owner,

github\_cran$repo,

get\_badges) -> badges

**Remove non badges from the sample**

The way badges are recognized by codemetar::extract\_badges is not  
specific enough, it can include images formatted like badges that aren’t  
badges but instead either local images or images whose credit is shown  
as URL. To remove them from the sample, I used a strategy in two steps:

* I first had a look at the most common domains. For the 17 most  
  common of them, I accepted the images except for one, ropensci.org,  
  included because the *footer* our packages get is formatted as a  
  Markdown badge.
* For the remaining images, a bit more than 200, I used magick to  
  obtain their width and height, and filtered actual badges based on  
  their width/height ratio. Sometimes the link to the image wasn’t  
  even valid, which was also a reason for exclusion, since it revealed  
  the image was a local one.

# extract and parse URLs

badges %>%

dplyr::pull(image\_link) %>%

purrr::map\_df(urltools::url\_parse) -> parsed\_image\_links

# count hits by domain

parsed\_image\_links %>%

dplyr::count(domain, sort = TRUE) -> domain\_count

# these were manually inspected

# as legit badge providers

ok\_domain <- domain\_count$domain[1:17]

# keep the badges needing a check

tbd <- dplyr::filter(parsed\_image\_links,

! domain %in% ok\_domain)

# get their size ratio

get\_size <- function(url){

img <- try(magick::image\_read(url),

silent = TRUE)

if(inherits(img, "try-error")){

tibble::tibble(error = TRUE,

image\_link = url)

}else{

info <- magick::image\_info(img)

info$error <- FALSE

info$image\_link <- url

info

}

}

img\_info <- purrr::map\_df(urltools::url\_compose(tbd),

get\_size)

img\_info <- dplyr::mutate(img\_info, ratio = width/height)

# filter badges from images

img\_info <- dplyr::filter(img\_info,

ratio < 3|error)

# it'd have been wiser to use a row-wise workflow!

badges <- dplyr::filter(badges,

!image\_link %in% img\_info$image\_link,

!image\_link %in% stringr::str\_remove(img\_info$image\_link,

"/$"),

!tolower(image\_link) %in% img\_info$image\_link,

!tolower(image\_link) %in% stringr::str\_remove(img\_info$image\_link,

"/$"),

!stringr::str\_detect(image\_link,

"ropensci\\.org\\/public\\\_images\\/"))

readr::write\_csv(badges, "data/aaall\_badges.csv")

Don’t judge me by my filenaming skills. I was *maybe* a bit too  
enthusiastic!

**Analyze badges from CRAN packages**

I wanted to answer several questions about the badges of CRAN packages,  
beyond being just happy to have been able to collect so many of them.

**How many repos have at least one badge?**

github\_cran <- readr::read\_csv("data/github\_cran\_links.csv")

# the same repo can have been used by several packages!

badges <- readr::read\_csv("data/aaall\_badges.csv")

badges <- dplyr::distinct(badges)

nobadges <- dplyr::anti\_join(github\_cran, badges,

by = c("owner", "repo"))

There are 1277 packages without any badge (or rather said, without any  
badge that we identified) out of a sample of 3541 packages. That means  
64% have at least one badge. As a reminder, there are more than 13,000  
packages on CRAN so we’re only looking at a subset.

**Among the repos with badges, how many badges?**

library("magrittr")

badges %>%

dplyr::count(repo, owner,

sort = TRUE) -> badges\_count

badges\_count %>%

dplyr::summarise(median = median(n))

## # A tibble: 1 x 1

## median

##

## 1 4

library("ggplot2")

badges\_count %>%

ggplot() +

geom\_histogram(aes(n))+

hrbrthemes::theme\_ipsum(base\_size = 12,

axis\_title\_size = 12,

axis\_text\_size = 12) +

ggtitle("Number of badges per repo",

subtitle = "Among repos with at least one badge")

![number of badges for READMEs with at least one
(histogram)](data:image/png;base64,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)

The median number of badges is 4, which corresponds to my gut feeling  
that the answer would be “a few”. I have a new question, what are the  
repos with the most badges?

most\_badges <- dplyr::filter(badges\_count,

n == max(n))

most\_badges

## # A tibble: 2 x 3

## repo owner n

##

## 1 gpuR cdeterman 13

## 2 psycho.R neuropsychology 13

You can browse them at <https://github.com/cdeterman/gpuR>,  
<https://github.com/neuropsychology/psycho.R>.

**How many unique badges are there?**

For counting types of badges, I’ll use the domain of image\_link. This  
is an approximation, since e.g. www.r-pkg.org offers several badges.

badges %>%

dplyr::pull(image\_link) %>%

purrr::map\_df(urltools::url\_parse) -> parsed\_image\_links

parsed\_image\_links %>%

dplyr::pull(domain) %>%

unique() %>%

sort() -> unique\_domains

length(unique\_domains)

## [1] 50

Not *that* many after all, so I’ll print all of them! A special mention  
to <https://github.com/ropensci/cchecksapi#badges> maintained under our  
GitHub organization by [Scott Chamberlain](https://ropensci.org/about/#team), to show the  
CRAN check status of your package!

Unique badge domains collapsed by glue::glue\_collapse(unique\_domains, sep = ", ", last = " and "): anaconda.org, api.codacy.com, api.travis-ci.org, app.wercker.com,  
assets.bcdevexchange.org, awesome.re, badge.fury.io,  
badges.frapsoft.com, badges.gitter.im, badges.herokuapp.com,  
badges.ropensci.org, bestpractices.coreinfrastructure.org,  
ci.appveyor.com, circleci.com, codeclimate.com, codecov.io,  
coveralls.io, cranchecks.info, cranlogs.r-pkg.org, depsy.org,  
dmlc.github.io, eddelbuettel.github.io, githubbadges.com,  
githubbadges.herokuapp.com, gitlab.com, hits.dwyl.io, i.imgur.com,  
img.shields.io, jhudatascience.org, joss.theoj.org, mybinder.org,  
popmodels.cancercontrol.cancer.gov, pro-pulsar-193905.appspot.com,  
raw.githubusercontent.com, readthedocs.org, saucelabs.com,  
semaphoreci.com, travis-ci.com, travis-ci.org,  
user-images.githubusercontent.com, usgs-r.github.io, www.nceas.ucsb.edu,  
www.ohloh.net, www.openhub.net, www.paypal.com, www.r-pkg.org,  
www.rdocumentation.org, www.repostatus.org, www.rpackages.io and  
zenodo.org.

**What are the most common badges?**

Note that this doesn’t take into account the fact that one domain can  
appear several times in a single README (Travis status for different  
branches for instance).

parsed\_image\_links %>%

dplyr::count(domain, sort = TRUE) %>%

head(n = 10) %>%

knitr::kable()

| **domain** | **n** |
| --- | --- |
| travis-ci.org | 1880 |
| www.r-pkg.org | 1804 |
| cranlogs.r-pkg.org | 1286 |
| img.shields.io | 882 |
| ci.appveyor.com | 698 |
| codecov.io | 656 |
| www.repostatus.org | 240 |
| zenodo.org | 197 |
| coveralls.io | 157 |
| www.rdocumentation.org | 86 |

The most common badges are Travis-CI badges, and METACRAN badges from  
[www.r-pkg.org](https://www.r-pkg.org/) and  
[cranlogs.r-pkg.org](https://cranlogs.r-pkg.org/). Now, “img.shields.io”  
is a service for badges of other things… which?

badges %>%

dplyr::filter(stringr::str\_detect(image\_link, "img\\.shields\\.io")) %>%

dplyr::count(text, sort = TRUE)

## # A tibble: 135 x 2

## text n

##

## 1 Coverage Status 196

## 2 License 91

## 3 lifecycle 62

## 4 CoverageStatus 54

## 5 38

## 6 packageversion 37

## 7 Last-changedate 32

## 8 Licence 28

## 9 minimal R version 28

## 10 Github Stars 19

## # ... with 125 more rows

Diverse things, in particular the [Tidyverse lifecycle  
badges](https://www.tidyverse.org/lifecycle/). After some discussion, we  
at rOpenSci have adopted the repostatus.org status badges in our  
guidelines… but are actually open to repos using both types of badges  
since their nomenclature can complement each other!

**Conclusion**

In this tech note I presented and used one of codemetar’s tools for R  
package metadata munging, extract\_badges. I extracted and analyzed  
badges information from the READMEs of all CRAN packages that indicate a  
GitHub repo in the URL field of DESCRIPTION. README badges are a way to  
show development status, test results, code coverage, peer-review merit,  
etc.; but can also be used as a machine-readable source of information  
about these same things.